Implementation of Non-periodic Sampling True Random Number Generator on FPGA
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Abstract: Random numbers are essentially required for various cryptographic applications. It is ideal to use nondeterministic random number generators in cryptography field since they are able to generate high-quality random numbers. In this paper, a Ring Oscillator (RO) based True Random Number Generator (TRNG) that can be used in cryptographic applications was developed. In this system, random numbers are generated by non-periodic sampling. Sinusoidal iterator with chaotic behavior was used for generation of non-periodic sampling signals. In TRNG system; three different scenarios, each of which contains three inverters, with 25, 10 and 5 RO circuits were implemented on FPGA environment. Randomness tests of numbers that are generated by TRNG with non-periodic sampling were carried on according to the NIST 800.22 test suit. The results have shown that the proposed system can be used in the cryptographic systems.
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1 Introduction

Random numbers are expected to have three essential features to be used in computer sciences. Firstly, generated numbers are to be unpredictable. Secondly, generated random numbers are required to have good statistical properties. Lastly, generated number streams should not repeat again. TRNG consists of three main parts as shown in Figure 1.1. These are Noise Source, Digitizer and Post-Processing. To generate random numbers, the first thing to do is to obtain a random signal from noise source. Thermal noise from a diode, jitter from a clock signal, metastability in a signal or mouse movements can be generally used as noise source. Discrete s/i/ signal is obtained by sampling n(t) signal from noise source. When noise source is not ideal, s/i/ signal does not have good statistical properties. Therefore, post-processing is preferred to improve the shortcoming of noise source or to obtain numbers with good statistical properties. After this stage, numbers are subject to statistical tests so as to determine whether they are random or not.

Generation of key in uncontrolled and unreliable environment negatively affects the system security of cryptographic applications. Thus, it is more appropriate to generate keys on hardware in terms of system security. It is getting more and more popular to generate keys on programmable hardware such as FPGA /1, 2, 3/. One...
of the most common methods to generate random numbers is to use Ring Oscillator structure achieved by inverters in FPGA /4/. There are 114 ROs and 13 inverters in each RO in TRNG system proposed by /4/. Post-processing is employed to improve statistical properties of generated random numbers. Random numbers were able to be generated at 2.5 Mbps data rate in this system. The drawback of this system is high power consumption. A new RO based structure was proposed by /1/ to overcome this drawback. In this structure, each RO has got a sampling unit. Number of ROs and number of inverters in each RO were decreased to 25 and 3 by using separate sampling units, respectively. This system manages to generate random number with good statistical properties at 100 Mbps since it does not include post-processing unit. It is suggested that post-processing unit is to be used in TRNG systems with cryptographic applications /5/. However, it is not ideal to use the system in /1/ for cryptographic applications since it does not have post-processing unit. In literature, basic processes such as XOR, Von Neumann corrector and LFSR (Linear Feedback Shift Register) Shuffler are used as post-processing /4, 6/. Although post-processing decreases data rate of TRNG, it is to be utilized in cryptographic applications /5/.

In addition to these approaches, random numbers can also be generated by Phase-Locked Loop hardware /6/. Usage of PLL (Phase-Locked Loop) in TRNG systems is rare due to the fact that PLL are limited in FPGA hardware. In another study, Open Loop Structure TRNG was proposed for usage of generated numbers in cryptographic applications /7/. The biggest advantage of this system is that it generates numbers at high data rates and does not require special components such as PLL In /8/, random numbers could be generated at 20 Mbps by Open Loop Structure on FPGA. Besides, hybrid structures including usage of TRNG and PRNG (Pseudo Random Number Generator) were also proposed in literature /9, 10/. Structures such as Linear Feedback Shift Register (LFSR), chaotic map and cellular automata were used as PRNG /11, 12, 13, 14/. In /15/, the method and design of a pseudo random binary sequence generator operating at 10 Gb/s was implemented. In /16/, a PRNG was designed with usage of logistic map. The system has three logistic maps that are authenticated by different initialization vectors. The proposed system successfully passed statistical tests. Although PRNGs are not utilized in cryptographic applications, the system was analyzed against brute force and differential attacks. After all, the system was proved to be convenient for cryptographic applications. Sequential and parallel hybrid system was proposed by using LFSR structure in /17/. The system was developed on FPGA environment and it obtained successful results against cryptographic attacks.

In this paper, a RO based TRNG system was proposed for random number generation. The proposed system was implemented on FPGA for 3 different scenarios. Jitter, which is obtained from Ring Oscillators on FPGA, was used as noise source. Sampling of jitter was done by usage of non-periodic signals. Sinusoidal iterator, having chaotic behavior, was employed to get non-periodic signal. The system was implemented on FPGA hardware in real time, and statistical tests of generated numbers were conducted according to NIST 800.22 test suit.

Our contribution in this paper can be summarized as below.

It was shown that true random numbers generated by non-periodic sampling instead of periodic sampling can be used in cryptographic applications. A TRNG system that can operate in real time was developed. TRNG system could be turned into a more simple structure as statistical properties of numbers generated in three different scenarios were found to be good. Hence, the proposed TRNG structure is simpler than others in literature.

## 2 True random number generator

One of the most effective ways to generate random numbers is to use a noise source. Deviations of clock signals, which are generated in noise source, vary from their correct positions. This variability is called as jitter. Jitter, generated by clock signals, can be expressed by the Gaussian distribution as shown in Equation 2.1 /18/.

\[
j_R(x) = \frac{1}{\sigma \sqrt{2\pi}} e^{-\left(\frac{x^2}{2\sigma^2}\right)}
\]

Jitter is generally an undesired feature in a system. Due to being random, it is ideal to use jitter in systems such as TRNG. Figure 2.1 shows a jitter occurring in a clock signal.

TRNG systems need to contain two oscillators, one is fast and the other is low, as shown in Figure 2.2. While fast oscillator is obtained from a noise source, low oscillator can be a periodic or non-periodic signal. Clock signal from noise source is sampled in low oscillator by...
D flip flop. If the standard deviation in the period of the low oscillator is much greater than the fast oscillator, two consecutive samplings in the oscillator being sampled are regarded as uncorrelated /19/. In other words, numbers generated by sampling are going to be random.

Figure 2.1: Jitter occurring in a clock signal

Usage of ROs is a classical method in TRNG. Quality of random numbers generated by a RO-based TRNG depends on three parameters below. These are:
- Number of oscillators in system
- Sampling frequency
- Number of inverters in oscillators

Randomness of numbers generated by TRNG is dependent on variability of jitter signal from each RO. Figure 2.3 shows structure of a simple RO.

Figure 2.3: Structure of a simple RO

Frequency of signal from RO is as expressed in Equation 2.2. \( f_s \) is proportional to number of inverters (n) in system and delay time (\( t_{in} \)) of inverter achieved by LE on FPGA.

\[
f_s = \frac{1}{2nt_{in}}
\]

(2.2)

Frequency of low oscillator is to be lower than \( f_s \) to be able to generate random numbers by RO-based TRNG.

3 Sinusoidal iterator

Functions with chaotic behaviors can be used as random number generators when given an initial value or seed value. Different number streams can be generated in a fast and easy way by changing initialization condition /20/. One of the functions is sinusoidal iterator given in Equation 3.1.

\[
x_{r+1} = ax_r^2 \sin(\pi x_n)
\]

(3.1)

The simplified form of Equation 3.1 for \( a = 2.3 \) and seed value \( x_0 = 0.7 \) is as shown in Equation 3.2. Figure 3.1 shows change of random number obtained after 1000 iterations for seed value \( x_0 = 0.7 \).

\[
x_{r+1} = \sin(\pi x_n)
\]

(3.2)

Figure 3.1: Change of random numbers obtained by sinusoidal iterator for seed value \( x_0 = 0.7 \)

4 Non-periodic sampling TRNG

The TRNG system used in this paper is based on the system proposed by Knut Wold. Knut’s system has 25 ring oscillators, each of which has 3 inverters. Instead of using post-processing, output of RO was sampled so that statistical deficiency caused by ROs could be eliminated. However, post-processing unit is advised to be included for cryptography applications. In this paper, non-periodic sampling TRNG system was experimented for three different scenarios. Firstly, non-periodic TRNG structure which includes 25 ROs with 3 inverters each was achieved. Statistical tests of random numbers generated by this structure were successful. In the following configurations, RO number was decreased to 10 and 5 ROs, respectively. Two non-periodic sampling TRNGs were developed on FPGA. Random numbers generated by systems in last two scenarios were also successful in NIST tests.

By this way, TRNG structure was simplified. Each scenario includes XOR post-processing unit. Sinusoidal iterator was used for non-periodic sampling in the system. The reason why Sinusoidal iterator is used instead of simpler structures such as Linear Congruential with chaotic behavior was that sinusoidal iterator has good randomness feature /21/. Figure 4.1 shows implementation of sinusoidal iterator on FPGA.

Random number generation was achieved by sinusoidal iterator, and thus non-periodic sampling signal was also obtained. Multiplication, sinus and comparison modules that can operate with floating point num-
Figure 4.1: Implementation of sinusoidal iterator on FPGA

Figure 4.2: Implementation of TRNG with 5 ROs on FPGA
ber were used to achieve sinusoidal iterator. Besides, constant modules were also included so that mux and floating point number could be also used in the system. The value obtained as output, \( x_n \), was provided as input value for the next iteration by mux so that the system could continuously generate random numbers. Initially, the system initialization value \( x_0 \), the seed value in other words, was loaded. Const2 module was loaded by 0.7 or \((3f333333)_{H}\) in floating number expression. Const1 module was loaded by \( \pi \) value or \((40485f3c)_{H}\) in floating number expression. In order to represent floating point number generated by sinusoidal iterator as 0 and 1, floating number is compared with 0.5 or \((3f000000)_{H}\) in the output. The clock signal in the system is 200 MHz and the sampling signal obtained by sinusoidal iterator is generated once in 42 clocks. This duration is the sum of the executive times of multiplication (5 clocks), sinus (36 clocks) and comparator (1 clock) hardwares. The generated signal was fed to sampling system of TRNG as input. Figure 4.2 shows TRNG structure which consists of 5 ROs. A separate sampling unit was employed for each RO. Random numbers obtained as a result of sampling were once again sampled in XOR circuit and true random numbers were generated. Lastly, generated numbers were subject to post-processing to improve their statistical properties. In the end, numbers generated in real time were stored in a memory unit so that statistical tests could be applied on them. Figure 4.3 shows the memory unit, where numbers are stored to carry out statistical tests of numbers which are generated by non-periodic sampling TRNG.

The proposed structure was implemented in real time on Altera-based Cyclone IV FPGA. The change of random numbers generated by hybrid system in real time was given in Figure 4.4.

5 Statistical tests and results

Statistical test suites play a very important role in assessing the randomness quality of numbers produced by random number generators. Several tests were developed to analyze randomness of numbers generated by generators. One of these tests is NIST test suit. There are totally 15 tests in NIST test suit, and parameters of each test are mentioned in /22/. The value \( \alpha \) is one of the most important parameters used in tests and at the same time it is known as significance level. Determining significance level as 0.01 declares that randomness of numbers to be tested has 99% confidence value. Another parameter is P-value and known as measurement of randomness. If P-value equals to 1, numbers have perfectly random. If P-value equals to 0, then numbers are not random at all. Significance level, \( \alpha \), of numbers to be used in cryptographic applications must be chosen as an appropriate value. A test is assumed to be successful if P-value is equal to or greater than \( \alpha \) value. Otherwise, test is considered to be unsuccessful and numbers are not random. Significance level is generally chosen between /0.001, 0.01/. The significance level in this paper was chosen as 0.01. The test was assumed to be successful in case the P-value obtained from each test is greater than 0.01. Results of P-value regarding to numbers generated by the system for 3 scenarios were given in Table 5.1. Numbers generated by the system successfully passed all of the tests as shown in the Table 5.1.

Table 5.1: NIST test results

<table>
<thead>
<tr>
<th>Tests</th>
<th>( P_{Value} ) (6 RO)</th>
<th>( P_{Value} ) (10 RO)</th>
<th>( P_{Value} ) (25 RO)</th>
</tr>
</thead>
<tbody>
<tr>
<td>The Frequency (Monobit) Test</td>
<td>0.327</td>
<td>0.356</td>
<td>0.427</td>
</tr>
<tr>
<td>Frequency Test within a Block</td>
<td>0.446</td>
<td>0.412</td>
<td>0.598</td>
</tr>
<tr>
<td>The Runs Test</td>
<td>0.501</td>
<td>0.853</td>
<td>0.856</td>
</tr>
<tr>
<td>Tests for the Longest-Run-of-Ones in a Block</td>
<td>0.751</td>
<td>0.652</td>
<td>0.840</td>
</tr>
<tr>
<td>The Binary Matrix Rank Test</td>
<td>0.398</td>
<td>0.742</td>
<td>0.873</td>
</tr>
<tr>
<td>The Discrete Fourier Transform (Spectral) Test</td>
<td>0.644</td>
<td>0.349</td>
<td>0.657</td>
</tr>
<tr>
<td>The Non-overlapping Template Matching Test</td>
<td>0.611</td>
<td>0.599</td>
<td>0.819</td>
</tr>
<tr>
<td>The Overlapping Template Matching Test</td>
<td>0.763</td>
<td>0.845</td>
<td>0.659</td>
</tr>
</tbody>
</table>
Maurer’s “Universal Statistical” Test 0.730 0.945 0.783
The Linear Complexity Test 0.815 0.421 0.594
The Serial Test 0.494 0.584 0.688
The Approximate Entropy Test 0.437 0.746 0.841
The Cumulative Sums (Cusums) Test 0.506 0.355 0.322

Table 5.2 denotes number generation rates and the used ROs numbers of both proposed method and RO based TRNG known in the literature. The number generation rate of the proposed system is 4.77 Mbps and the number of ROs used is 5. According to Table 5.2, when compared our method with other TRNGs, it can be said that the proposed method is a more appropriate design. The number of ROs decreased from 25 to 5 since numbers generated by the system succeed in NIST tests. This is because the system generator numbers by non-periodic sampling and randomness is provided with respect to NIST tests. In spite of the above advantage, the system has a handicap; the power consuming of the system is high because of non-periodic sampling generator. As a remedy to this handicap, we propose the use of a LUT(Lookup Table) based hardware containing signals generated by sinusoidal iterator.

Table 5.2: Compare of both proposed method and RO based TRNG known in the literature.

<table>
<thead>
<tr>
<th>TRNG</th>
<th>Rate (Mbps)</th>
<th>Number of ROs</th>
<th>Number of inverters in each RO</th>
</tr>
</thead>
<tbody>
<tr>
<td>Multi oscillator rings (Sunar et al. /4/)</td>
<td>2.5</td>
<td>114</td>
<td>13</td>
</tr>
<tr>
<td>Multi oscillator rings (Wold et al. /1/)</td>
<td>100</td>
<td>25</td>
<td>3</td>
</tr>
<tr>
<td>Multi oscillator rings (Schellenkens at et al./23/)</td>
<td>2.5</td>
<td>110</td>
<td>3</td>
</tr>
<tr>
<td>The proposed method</td>
<td>4.77</td>
<td>5</td>
<td>3</td>
</tr>
</tbody>
</table>

6 Conclusion

One of the most significant tasks in cryptographic systems is generation of keys in secure environments. Therefore, it is critical to generate keys by a random number generator on hardware such as FPGA. In this paper, non-periodic sampling TRNG system was implemented on FPGA in real time. NIST 800.22 test suit was applied on generated numbers to show that the developed system is suitable for cryptographic applications. Random numbers generated by 3 different scenarios were found out to attain good statistical properties. Another advantage of the proposed system is that the unpredictability of generated number streams was enhanced by non-periodic sampling unit. In other words, the system is more resistance against cryptographic attacks. The disadvantage of the system is that extra logic elements were required to implement sinusoidal iterator and the average data rate was 4.77 Mbps.
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